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**System Integration Architecture Document**

# **Introduction**

[The introduction of the **System Integration Architecture Document** provides an overview of the entire **System Integration Architecture Document**. It includes the purpose, scope, definitions, acronyms, abbreviations, references, and overview of the **System Integration Architecture Document**.]

This document is intended to serve as an initial reference Architecture for future and ongoing developments.

Thus, it should be treated as a living document and tailored over time with<CUSTOMER>'s team needs and experiences from each project.

The architecture is aimed to cover common use cases and provide a quick reference for each approach from an “integration pattern” perspective and describe how developers can leverage MuleSoft platform capabilities to implement those patterns.

## **1.1 Purpose**

This document provides a comprehensive architectural overview of the system, using a number of different architectural views to depict different aspects of the system. It is intended to capture and convey the significant architectural decisions which have been made on the system.

[This section defines the role or purpose of the **System Integration Architecture Document**, in the overall project documentation, and briefly describes the structure of the document. The specific audiences for the document is identified, with an indication of how they are expected to use the document.]

## **1.2 Scope**

[A brief description of what the System Architecture Document applies to; what is affected or influenced by this document.]

## **1.3 Definitions, Acronyms, and Abbreviations**

[This subsection provides the definitions of all terms, acronyms, and abbreviations required to properly interpret the **System Integration Architecture Document**. This information may be provided by reference to the project’s Glossary.]

|  |  |
| --- | --- |
| **Term** | **Definition** |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

## **1.4 References**

[This subsection provides a complete list of all documents referenced elsewhere in the **System Integration Architecture Document**. Identify each document by title, report number (if applicable), date, and publishing organization. Specify the sources from which the references can be obtained. This information may be provided by reference to an appendix or to another document.]

|  |  |  |
| --- | --- | --- |
| **Author** | **Document Name** | **Description** |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

## **1.5 Overview**

[This subsection describes what the rest of the **System Integration Architecture Document** contains and explains how the **System Architecture Document** is organized.]

## **1.6 Assumption**

[List of assumptions that where made while writing this **System Integration Architecture Document**.]

# **2. Architectural Goals and Constraints**

[This section describes the software requirements and objectives that have some significant impact on the architecture; for example, safety, security, privacy, use of an off-the-shelf product, portability, distribution, and reuse. It also captures the special constraints that may apply: design and implementation strategy, development tools, team structure, schedule, legacy code, and so on.]

## **2.1 Context**

Expectations:

* <Define Cloud/OnPrem/Hybrid Architecture>
* <Setup environments (sandbox and production)>
* <Setup Identity Management>
* <Review of n use cases>
* <Core Framework definition>
* <C4E>

## **2.2 Current State**

* <CUSTOMER experience developing with Mule.>
* <CUSTOMER subscription (OnPrem | CloudHub | Hybrid, API Management + Analytics?, VPC, etc)>
* <# of expected use cases>
* <Source code tools used, GitHub>
* <Documentation Tools used>
* <CI/CD Tools used>
* <Stakeholders and roles>
* <Mule version and tools to be used>

## **2.3 Approach and Methodology**

The proposed approach is based on the following methodologies/guidelines

* **Domain Driven Design (DDD)** as a design approach to understand the business problem/solution and to develop solid building blocks that compose the application network
  + Domain Events Brainstorming
  + Define Domains, Value Objects, Aggregates, etc
  + Define Bounded Contexts
  + Define Context Mappings
* **API-Led Connectivity** as a reference focused on:
  + Architectural layout, layered approach
  + Taking into account the speed of change
  + Including teams roles separation
* **<C4E** as a final goal to build a solid foundation with the team>

## **2.3.1 API Led Connectivity (Conceptual Approach)**

### 2.3.1.1 System Layer

System APIs will provide a means of accessing the underlying/core <CUSTOMER> systems (<PeopleSoft, Databases>, etc) exposing that data in a canonical format, while providing downstream isolation from any interface changes or rationalization of those systems. These APIs will also change more infrequently and will be governed by Central IT given the importance of the underlying systems.

### 2.3.1.2 Process Layer

The underlying business processes that interact and shape this data should be strictly encapsulated independent of the source systems from which that data originates, as well as the target channels through which that data is to be delivered. These APIs perform specific business processes functions and provide access to non-central data and may be built by either Central IT or Line of Business IT.

### 2.3.1.3 Experience Layer

Data is now consumed across a broad set of channels/teams, each of which want access to the same data but in a variety of different forms. Experience APIs are the means by which data can be reconfigured so that it is most easily consumed by its intended audience, all from a common data source, rather than setting up separate point-to-point integrations for each channel.

The idea of applying this approach is to have scalable and reusable services, lower maintenance costs, faster time-to-market, flexibility, agility and a low learning curve.

## **2.3.2 Mapping with <CUSTOMER> Methodologies**

SCRUM

# **3. Architectural Representation**

[This section describes what software architecture is for the current system, and how it is represented. Of the **Use-Case**, **Logical**, **Process**, **Deployment**, and **Implementation Views**, it enumerates the views that are necessary, and for each view, explains what types of model elements it contains.]

# 

# **4. Use-Case View**

[This section lists use cases or scenarios from the use-case model if they represent some significant, central functionality of the final system, or if they have a large architectural coverage—they exercise many architectural elements or if they stress or illustrate a specific, delicate point of the architecture.]

## **4.1 Use-Case Realizations**

[This section illustrates how the software actually works by giving a few selected use-case (or scenario) realizations, and explains how the various design model elements contribute to their functionality.]

# **5. Logical View**

[This section describes the architecturally significant parts of the design model, such as sequence diagrams. You should introduce architecturally significant sequence diagrams are typically associated with use case realizations in the Logical View of the system under development.]

## **5.1 Overview**

[This subsection describes the overall design model in terms of message exchange between different processes or objects that live simultaneously.]

## **5.2 Architecturally Significant Logical Flows**

[For each significant processes, include a subsection with details about flows with exchange of messages between components.]

# **6. Deployment View**

[This section describes one or more physical network (hardware) configurations on which the software is deployed and run. It is a view of the Deployment Model. At a minimum for each configuration it should indicate the physical nodes (computers, CPUs, vCores) that execute the software and their interconnections (bus, LAN, point-to-point, VPC and so on.) Also include a mapping of the processes of the **Process View** onto the physical nodes.]

The infrastructure is composed and divided by the following environments:

* Prod
* Sandbox

Example:

# **7. Process View (optional)**

[This section describes the system's decomposition into lightweight processes (single threads of control) and heavyweight processes (groupings of lightweight processes). Organize the section by groups of processes that communicate or interact. Describe the main modes of communication between processes, such as message passing, interrupts, and rendezvous.]

# **8. Implementation View (optional)**

[This section describes the overall structure of the implementation model, the decomposition of the software into layers and subsystems in the implementation model, and any architecturally significant components.]

## **8.1 Overview**

[This subsection names and defines the various layers and their contents, the rules that govern the inclusion to a given layer, and the boundaries between layers. Include a component diagram that shows the relations between layers. ]

## **8.2 Layers**

[For each layer, include a subsection with its name, an enumeration of the subsystems located in the layer, and a component diagram.]

# **9. Data View (optional)**

[A description of the persistent data storage perspective of the system. This section is optional if there is little or no persistent data, or the translation between the Design Model and the Data Model is trivial.]

# **10. Integration Patterns**

<Describe the patterns to be tackled>

Examples:

# **11. Software Development LifeCycle**

Source Code:

Staging

* Local Development
* Development environment
* Testing
* Intermediate stages (QA/UAT)
* Production

Testing

* Unit
* Integration
* Regression
* Performance
  + Load
  + Stress
  + Soak
* User Acceptance

## **11.1 APIs LifeCycle**

<links>

## **11.2 Development principles / guidelines**

* Mule Development Recommendations
* Naming Conventions

# **12. Size and Performance**

[A description of the major dimensioning characteristics of the software that impact the architecture, as well as the target performance constraints.]

# **12. Non Functional Requirements and Service Level Agreements**

[A description of how the software architecture contributes to all capabilities (other than functionality) of the system: extensibility, reliability, portability, and so on. If these characteristics have special significance, such as safety, security or privacy implications, they must be clearly delineated. The description of service level agreements for the system and as well as dependent system must be documented. ]

## **12.1 Failure Points Analysis**

Example:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Action | Failure (xx process) | | | |
| SFDC | Mule process | Message Broker | Backend app |
| SFDC | X | Notifications Replay manual process + 24 hrs restriction | Nothing | Nothing |
| Mule process | Reconnection Strategy | X | Strategy (retry + backup) | Nothing |
| Message Broker | Nothing | Nothing | X | Nothing |
| Backend app | Nothing | Nothing | Nothing | X |

## **12.2 Mechanisms**

### 12.2.1 Specific Mechanisms

#### 12.2.1.1 Testing Strategies

#### 12.2.1.1 Performance Testing Plan

#### 12.2.1.3 Performance Testing Tools

#### 12.2.1.4 Performance Testing load scenarios

#### 

#### 12.2.1.5 Dashboard of interest in Iterations

#### 12.2.1.6 Alerts/Notifications

#### 12.2.1.7 Logging

#### 12.2.1.8 Error Handling

##### 12.2.1.8.1 Validation Strategy

##### 12.2.1.8.2 Error Handling Strategy

##### 12.2.1.8.3 Flow Level Exception Handling

##### 12.2.1.8.4 Application Level Exception Handling

##### 12.2.1.8.5 Global Exception Handling

##### 12.2.1.8.6 APIKit Exception Handling

##### 12.2.1.8.7 HTTP Status Code

#### 12.2.1.9 Failure recovery strategies

##### 12.2.1.9.1 Reconnection Strategies for connectors

##### 

##### 12.2.1.9.2 Retry strategies for flows

##### 

##### 12.2.1.9. 3 Redelivery strategies for flows

# 